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The live streaming landscape has shifted to a crowd-sourced paradigm, resulting in highly volatile and geo-
graphically diverse viewer demand. To handle growing traffic, Content Delivery Networks (CDNs) increasingly
rely on a mix of dedicated infrastructure and lower-cost, heterogeneous edge resources. Our analysis of pro-
duction data reveals two emerging characteristics in modern live delivery: dynamic regional supply-demand
imbalance and per-stream heterogeneity in popularity and geography. However, existing request mapping
solutions fall short in this new landscape, as they assume stable regional capacity and overlook stream-level
heterogeneity. This paper proposes LiveMap, a cost-efficient and latency-aware request mapping system for
live CDNs. LiveMap performs online bandwidth provisioning via dual-level coordination to resolve regional
supply-demand imbalances and reduce bandwidth costs. Further, LiveMap introduces an adaptive stream
mapping strategy that dynamically forms per-stream delivery groups based on real-time popularity and system
load. Deployed in Bilibili CDN serving crowdsourced live streaming over a year, LiveMap reduces bandwidth
costs by 42.18% and access latency by 20.26%, outperforming the state-of-the-art solutions.
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1 Introduction

Live streaming services have undergone a paradigm shift from single-source broadcasts (e.g.,
live sports events) to crowdsourced content production, enabling any user to stream to a global
audience [35, 48]. Modern platforms such as Twitch and TikTok incorporate algorithmic content
recommendations, which can rapidly redirect user attention across streams. As a result, viewer
traffic often exhibits sudden bursts and volatile patterns that are difficult to predict [11, 65, 68].
Despite these user-side changes, Content Delivery Networks (CDNs) remain the backbone

of large-scale live content delivery [33, 34, 44]. To keep pace with increasing traffic, CDNs are
evolving from using only dedicated infrastructure to also leveraging cheaper but less stable edge
resources [54, 66]. At the same time, the interactive nature of live streaming imposes stricter latency
requirements, while growing bandwidth costs push CDNs to focus more on cost efficiency.
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A key component in the CDN control plane is request mapping, which determines how edge
nodes are assigned to serve individual viewer requests. Traditionally, request mapping can be
formulated as a supply-demand matching problem between demand of user and edge node capacity.
Recent studies have been focus on bandwidth cost optimization [24, 49, 50, 70], where the cost
is computed as the product of each node’s billable bandwidth and its unit price. Here, billable
bandwidth refers to the charging threshold defined by pricing models such as the 95th percentile,
which excludes a small fraction (e.g., 5%) of the highest-usage intervals in a billing cycle.

We evaluated several state-of-the-art bandwidth optimization solutions using three-month traces
from Bilibili live CDN [7]. However, their performance proved far from ideal: bandwidth cost
was over 40% higher, and latency exceeded 45% on average—reaching up to 72% in regions with
severe bandwidth shortages. Our further analysis identifies two key characteristics of modern
live streaming workloads that underlie these inefficiencies. First, bandwidth supply and demand
are highly dynamic and imbalanced across network regions. On the supply side, nearly half of
the edge nodes exhibit substantial fluctuations in available capacity. On the demand side, content
recommendation algorithms, which is opaque to the request mapping logic, can trigger sudden
and unpredictable traffic spikes. Second, live streams exhibit highly uneven and diverse popularity
trends across both time and geography. Even within the same time window, the viewership of thou-
sands of concurrent streams varies significantly across regions. Unfortunately, existing bandwidth
optimization solutions fall short under these new characteristics. They assume stable and sufficient
capacity within each region and rely on static planning to configure billable bandwidth. They
also overlook stream-level and user-group-level popularity differences, using coarse, precomputed
mappings that cannot adapt to regional imbalances or real-time shifts in demand.
To fill these gaps, we propose two key insights for building a cost-efficient request mapping

system in live streaming CDNs: (i) Dynamically reassign traffic from overloaded regions to those
with spare bandwidth to mitigate regional imbalances. (ii) Schedule viewer requests with stream-
level awareness to account for popularity and distribution differences. These insights motivate the
design of LiveMap, a request mapping system that is both cost-efficient and latency-aware. Yet,
implementing LiveMap at scale entails several practical challenges:
First, cross-region coordination must respect latency constraints with the need to reallocate

bandwidth across regions under dynamic and uneven demand. Intuitive methods that let each
region independently borrow from nearby regions can lead to contention, where early borrowers
exhaust capacity, forcing others to fall back on distant options and resulting in suboptimal latency.
Second, stream-aware mapping introduces a fundamental tradeoff between minimizing latency

and maximizing distribution efficiency. Prioritizing proximity lead to inefficient resource utilization
in large-scale CDNs hosting massive (∼10k) concurrent streams, as it may cause unpopular streams
to be distributed across multiple edge nodes. Balancing latency and distribution efficiency, while
accounting for the spatial heterogeneity of stream popularity, is a non-trivial challenge.
Third, billing heterogeneity further complicates cost optimization within a region. Edge nodes

may differ in billing granularity (e.g., monthly vs. sub-monthly) and pricing models (e.g., 95th-
percentile vs. fixed-rate) [70]. This heterogeneity complicates billable bandwidth configuration
within each region to achieve cost-aware provisioning.

To address these challenges, LiveMap is composed of two major components: a dual-level
coordinated bandwidth provision component responsible for configuring bandwidth budget
online (§4) and an adaptive stream mapping component responsible for dynamically assigning
edge nodes to streams (§5). The bandwidth provision component optimizes bandwidth allocation
across regions (region-level coordination) to mitigate supply-demand imbalances, and it adjusts
node provisioning (node-level coordination) according to heterogeneous billing constraints and
real-time usage. The stream mapping component dynamically forms per-stream delivery groups
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that adapt to global bandwidth load and per-stream popularity distribution, and updates node
assignment to delivery groups accordingly.
We confirm LiveMap’s superiority over state-of-the-art solutions through trace-driven simu-

lations and deploy it in Bilibili CDN 1 since September 2023, supporting live streaming services
for tens of millions of daily users. Results show that LiveMap saves the bandwidth costs by up to
42.18% (equal to millions of dollars annually), and decreases access latency by 20.26%. These results
demonstrate that LiveMap has successfully tamed the supply and demand dynamics and stream
diversity for cost-efficient live content delivery. In summary, our contributions are as follows:
• We identify unique characteristics of modern live streaming services that challenge request
mapping based on real-world data from Bilibili CDN.
• We design LiveMap, a cost-efficient request mapping system for live streaming CDNs. LiveMap
optimizes the bandwidth cost with proximity awareness for the CDNs that involve less stable
edge nodes to support crowdsourced live streaming services.
• We propose solutions to address the challenges arising from dynamic supply and demand, and
diverse stream behavior, including online bandwidth provision with dual-level coordination,
and dynamic stream-level mapping through popularity- and load-driven adaptation.
• We validate the effectiveness of LiveMap through trace-driven simulations and large-scale

deployment over 1 year, highlighting significant cost savings and a reduction in access latency.

2 Background and Motivation

2.1 Request Mapping in Live Streaming CDNs

Modern Live CDNs with Heterogeneous Edge Nodes. Live streaming has evolved to crowdsourced
content production, resulting in substantial and increasingly volatile traffic. While the underlying
CDN architecture remains largely unchanged [33, 34, 44], typically consisting of a central streaming
center and a set of geographically distributed CDN nodes, modern CDNs are increasingly integrating
low-cost heterogeneous edge resources to meet scaling demands and manage bandwidth costs [20,
22, 54, 56, 60, 66] . These resources typically consist of low-cost, ISP-owned resources that leverage
underutilized bandwidth, rather than traditional, fully managed CDN infrastructure.2 While cost-
effective and widely distributed, they tend to exhibit higher volatility due to factors such as partial
hardware failures (e.g., individual NICs going offline), transient performance degradation, or limited
service guarantees. These CDN nodes are usually organized in a two-layer hierarchy: viewers pull
content from edge nodes (L1), which are deployed near end users and, in turn, pull streams from
upstream reflectors (L2) that offer higher bandwidth and storage capacity.
Bandwidth Cost. CDNs incur bandwidth costs by paying Internet Service Providers (ISPs) for
outbound traffic generated at CDN nodes. These costs are typically calculated on a per-node basis
according to two common billing mechanisms [70]: (i) Usage-based Billing, where the billable
bandwidth represents the charging threshold derived from bandwidth usage over a billing cycle
(typically composed of fixed-length intervals, e.g., every 5 minutes [57]). Under different pricing
models, billable bandwidth is computed differently: in percentile-based billing, it corresponds to the
95th-percentile usage across all intervals; in average-based billing, it equals the mean bandwidth
usage over the cycle. (ii) Fixed billing, where a predetermined bandwidth cap is assigned to each
node, and CDN vendors are charged based on this limit regardless of actual usage. In the rest of

1
2In our system, these low-cost edge nodes are ISP-owned and do not involve user devices, so there are no privacy or ethical
concerns.
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this paper, we also refer to this fixed limit as the billable bandwidth, with the distinction that it is a
known constant rather than a usage-derived value.

In both models, the bandwidth cost of a node is calculated as the product of its billable bandwidth
and the unit price charged by the ISP. Note that the unit price may vary across nodes. As live
streaming traffic continues to grow with the increasing number of broadcasters and viewers,
bandwidth cost has become a dominant operational concern, amounting to millions of dollars per
year in large-scale CDNs.
Request Mapping. The bandwidth usage of a CDN node (either edge node or reflector) ultimately
depends on request mapping, which determines which edge node serve each live stream. To
reduce the overhead of mapping individual clients, users in the same autonomous system (AS) and
metropolitan area are usually grouped into one user group3, as in [28, 32]. Thus, the output of
request mapping specifies, for each (stream, user group) pair, a list of edge nodes assigned to
serve its requests during the current configuration cycle.
This mapping can be configured by one of the following approaches. Proximity-first mapping

selects edge nodes in the same network region, where a network region refers to a group of edge
nodes that reside within the same AS and geographical metropolitan area (e.g., a province or a
cluster of adjacent provinces), to minimize the latency between the users and edge nodes, but may
concentrate traffic on geographically preferred nodes, leading to bandwidth spikes at high-demand
nodes and increasing overall bandwidth costs. In contrast, Cost-first mapping prioritizes low-cost
edge nodes with spare bandwidth [69], ignoring user proximity, which can inflate the latency. To
strike a balance, Planning-based mapping formulates mapping as an optimization task, taking the
CDN nodes’ information, the requests information, and network latency as inputs. Formally, the
problem can be summarized as:

min{
∑︁
𝑘∈𝑁

𝑐𝑜𝑠𝑡𝑘 + 𝛽 ∗
∑︁
𝑠∈𝑆

∑︁
𝑣∈𝑉 (𝑠 )

𝑙𝑎𝑡𝑣}, (1)

where 𝑁 is the set of CDN nodes, 𝑆 is the set of streams and 𝑉 (𝑠) is the set of viewing sessions of
stream 𝑠 . 𝑐𝑜𝑠𝑡𝑖 is the bandwidth cost of node 𝑖 , 𝑙𝑎𝑡𝑣 is the latency between the viewer and the edge
node of the session 𝑣 , and 𝛽 represents how much we weigh the latency. Setting 𝛽 to the maximum
leads to the proximity-first mapping, while setting 𝛽 to 0 equals the cost-first mapping.

2.2 Live Streaming Service Characteristics

To investigate emerging characteristics of modern live streaming services, we collect a comprehen-
sive dataset from the production Bilibili CDN, comprising request-level, stream-level, node-level,
and user-group–level records. To the best of our knowledge, these characteristics have not been
systematically studied in prior work.

The request-level dataset contains 4.86 billion requests collected over three months (April—June
2023). Each record includes the request timestamp, stream ID, bitrate, user group, the actual edge
node that served the request, the region of that node, and the RTT from client to node. These
attributes enable both latency estimation and faithful replay in simulation. Requests to streams
with fewer than 10 viewers are excluded, both to reduce computational overhead and to align
with real-world deployment practices, where such “cold” streams are directly served by L2 nodes
without traversing LiveMap’s two-layer architecture.

The stream-level dataset captures stream-level information from July 2023, including each
stream’s start and end times and per-minute viewer counts across regions. It is used to analyze
stream dynamics and concurrency patterns, with the peak number of concurrent live streams
during this period reaching 52.13k.
3In practice, users are grouped based on their IP prefix.
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(a) Number of shutdowns. (b) Capacity variations.

Fig. 1. Dynamic node supply (entire CDN).

(a) Bursty increases. (b) Bursty increase timing.

Fig. 2. Extreme demand dynamics.

The node-level dataset collected in July 2023 records each node’s region, billing mode, unit
bandwidth cost, dynamic bandwidth capacity (which may fluctuate), and bandwidth usage at
5-minute granularity. This dataset forms the basis of our simulation evaluations, providing inputs
for the baseline approaches and data for bandwidth cost estimation. It is also used to compute the
temporal evolution of regional supply volume. Meanwhile, the user-group–level dataset provides
per-5-minute traffic demand for each user group throughout July 2023, supporting the calculation
of regional demand dynamics.

We further extract daily shutdown events from device logs across all edge nodes to characterize
the volatility of heterogeneous resources. A “shutdown” refers to a node being temporarily excluded
from request serving due to degraded QoS (e.g., high CPU usage). These nodes are not permanently
removed and may rejoin once their quality recovers. To ensure robustness, our system maintains a
pool of backup resources; when a node shuts down, spare nodes are promoted to replace it.4

Unstable Bandwidth Supply. Unlike traditional CDNs with stable provisioning [44], modern
platforms increasingly depend on heterogeneous edge resources [66], leading to volatile capacity.
As shown in Figure 1(a), dozens of nodes are excluded from service daily due to QoS (quality of
service) degradation. Notably, all excluded nodes belong to the pool of heterogeneous low-cost
edge nodes, while none of the dedicated CDN nodes experienced any shutdown events during
the observation period. Their bandwidth provision also fluctuates significantly, i.e., by as much as
2—25% over a week (as shown in Figure 1(b)). This volatility stems from the heterogeneous and
dynamic nature of the low-cost edge nodes[54], which often consist of multiple physical servers
or network interfaces grouped under a single logical node ID. As a result, even partial hardware
issues (e.g., one NIC or server going offline) can cause noticeable capacity fluctuations.
Extremely Dynamic Demand. We analyze the temporal variations of demands by identifying
bursty increases, defined as a >10× increase in viewership within one minute. Figure 2(a) shows
that 10.3% of the streams that attract over 100 viewers, experience at least one such bursty increase.
Additionally, these bursts can occur at any point during the stream’s lifetime, as illustrated in
Figure 2(b), which plots the distribution of their time offsets relative to the stream start time.
These surges are often triggered by algorithmic recommendations that suddenly redirect user
attention, or by real-time viewer–broadcaster interactions, both of which are opaque to traditional
request-mapping systems. Compared to previously studied dynamics–driven by unpredictable
popular streams and short viewing durations [37]–this form of burstiness introduces even greater
volatility and unpredictability into live streaming traffic patterns.

Observation 1: Burst demand and unreliable edge nodes lead to dynamic regional imbal-
ances between bandwidth supply and demand.

4The bandwidth provisioning is computed based on the resource pool excluding backup nodes. The activation of backup
nodes in response to unexpected churn may cause deviations between planned and actual bandwidth usage, motivating the
need for online adjustments and coordinated updates as discussed in § 4.
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Table 1. The ratios of supply to demand across regions (red: supply < demand; green: supply > demand).

Regions R1 R2 R3 R4 R5 R6 R7
Ratio 2.75 0.40 2.71 2.51 0.91 1.62 1.47

(a) Live duration. (b) Geo-popularity.

Fig. 3. Heterogeneous stream behavior.

0.9 1.1 1.3 1.5

Oracle
Entact

COIN
Cascara

bw cost (norm.)

(a) Bandwidth Cost.

0.9 1.1 1.3 1.5
Access latency(norm.)

(b) Mean access latency.

Fig. 4. Performance compared with Oracle.

Table 1 presents the supply-demand ratio of each region. Here, supply refers to the aggregate
bandwidth capacity of nodes within a region, while demand denotes the actual bandwidth consumed
by clients over the same measurement window, aggregated at a 5-minute interval. At the global
level, we ensure that total supply exceeds total demand to guarantee all user requests are served.
However, regional mismatches may still arise. For example, while some regions provide more than
twice the capacity needed, others (e.g., R2) suffer from significant shortages, with their excess
demand implicitly satisfied by spare capacity in other regions.
Diverse Stream Behaviors. Live streams vary not only in popularity (i.e., the total number of
concurrent viewers) but also in fundamental characteristics such as lifespan and geographic demand
patterns, driven by content diversity and audience behavior. As shown in Figure 3(a), 14% of streams
last less than 10 minutes, while over 62% persist for more than an hour. This wide range reflects
a mix of transient streams (e.g., quick vlogs or test broadcasts) and long-running sessions (e.g.,
gaming or event coverage). These temporal variations affect how delivery resources should be
provisioned and maintained over time. Moreover, we quantify the geo-popularity distribution by
computing the KL divergence between each stream’s viewer distribution and the global viewer
distribution across all streams (Figure 3(b)). Higher KL values indicate stronger deviation from
the global pattern, i.e., more geographically concentrated interest. While popular streams tend to
follow the global distribution more closely, many high-traffic streams exhibit strong regional skew.

Observation 2: The popularity of live video streams is not only skewed, but also region-
ally and temporally diverse.

These per-stream differences, especially in geographic demand and lifespan, highlight the limi-
tations of uniform request mapping strategies. Efficient delivery requires stream-aware mapping
that adapts to per-stream locality and duration, ensuring low latency and cost-efficiency without
overprovisioning.

2.3 Taming the Imbalances and Diversity

Pitfalls of Prior Arts. We apply three representative bandwidth optimization solutions in live
streaming CDNs and evaluate themwith 3-month real-world request logs from a large live streaming
CDN (see Section 6.1 for trace details). These methods adopt different planning models: Entact [69]
applies real-time cost-first mapping; COIN [70] performs offline planning at the beginning of
each billing cycle, which is typically monthly ; CASCARA [49] combines offline planning with
reactive updates when the supply is not sufficient. All three operate at the user group level, without
accounting for per-stream characteristics. We also include an idealized Oracle with perfect future
knowledge as the theoretical lower bound.
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Fig. 5. LiveMap system overview. Left: regional and node-level coordination for bandwidth provisioning.

Right: delivery groups, dynamically formed from user groups per stream, are mapped to edge nodes under

bandwidth and load constraints.

As shown in Figure 4, all three solutions incur significantly higher bandwidth cost and latency
compared to Oracle. While Entact minimizes cost, it increases latency by 38%; COIN suffers from
poor adaptability due to its static nature; and CASCARA, though it reactively updates configurations,
still performs suboptimally (1.4× cost and 1.4× latency).

These performance gaps stem from two fundamental issues: (i) These solutions assume stable and
sufficient regional capacity and rely on static or region-specific planning. Under supply–demand
imbalances, they frequently assign requests to remote regions–up to 69% for CASCARA, up to
78% for Entact, and up to 76% for COIN–leading to inflated latency (detailed in Appendix A). (ii)
They overlook stream-level geo-distribution heterogeneity. Since mapping is performed at the
user-group level, edge nodes may pull a stream from reflectors even if only a single viewer is
assigned, leading to wasted reflector bandwidth and unnecessary overhead at edge nodes. Under all
three baselines, streams with fewer than 500 viewers used over 35% more edge nodes than Oracle,
whereas no significant difference was observed for more popular streams. This result confirms that
ignoring per-stream geo-distribution leads to inefficient edge resource utilization, particularly for
less popular streams.
Key Insights. The above analysis motivates us to propose two key insights to build an effective
request mapping system in live streaming CDNs: (i) Cross-regional bandwidth coordination is
essential to absorb regional supply-demand imbalances. Beyond reassigning capacity across regions,
the systemmust also reconfigure bandwidth budgets at the node level accordingly. (ii) Stream-aware
mapping is necessary to handle the geo-temporal diversity in stream popularity while maintaining
low latency. This requires dynamically adjusting both the number and assignment of edge nodes
for each stream, going beyond static, user-group–level planning.

3 LiveMap Design Overview

DesignChallenges. While the high-level idea behind LiveMap is conceptually simple, its realization
involves three key design challenges. First, how to coordinate bandwidth provisioning across
regions while balancing latency and cost? When each region independently borrows bandwidth
from neighbors based on local views, it may lead to contention and inefficient cross-region traffic.
Second, how to assign edge nodes to streams while accounting for stream-level heterogeneity?

Proximity-first mapping scatters unpopular streams across multiple nodes, inflating reflector load,
whereas efficiency-first mapping may route viewers to distant nodes, increasing latency.

Third, how to optimize bandwidth cost per region under heterogeneous billing models? Edge
nodes may differ in billing granularity (e.g., monthly vs. sub-monthly) and pricing models (e.g.,
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Table 2. Symbol Table for Bandwidth Provision

Symbol Description

𝑟𝑖 𝑖-th network region
𝑆 (𝑟 𝑗 ) Bandwidth supply of region 𝑟 𝑗
𝐷 (𝑟 𝑗 ) Traffic demand of region 𝑟 𝑗
𝑑 (𝑟𝑖 , 𝑟 𝑗 ) Average latency from 𝑟𝑖 to 𝑟 𝑗
𝜃 Threshold for CRS latency tolerance
𝐶𝑅𝑆 (𝑟𝑖 ) Candidate region set for 𝑟𝑖
𝑓 (𝑖, 𝑗 ) Bandwidth borrowed from 𝑟𝑖 to 𝑟 𝑗
𝑁𝑝 Set of percentile-billing edge nodes
𝑁𝑓 Set of fixed-billing edge nodes
𝑧𝑡
𝑘

Billable bandwidth of node 𝑘 on day 𝑡
𝑢𝑡
𝑘

95th percentile usage of node 𝑘 till day 𝑡
𝛼𝑡
𝑘

Remaining free time ratio of node 𝑘
𝑑𝑡 Peak demand of the region at day 𝑡
𝛿𝑡
𝑘

Bandwidth change for node 𝑘 at day 𝑡
𝑈𝑁,𝐷𝑁 Sets of nodes needing bandwidth up/down
𝑏𝑘 𝑗 Bandwidth budget from node 𝑘 to UG 𝑗

Table 3. Symbol Table for Stream Mapping

Symbol Description

𝑒𝑖 𝑗𝑘 equals 1 if requests of user group 𝑖 for
stream 𝑗 are assigned to edge node 𝑘 ,
and 0 otherwise.

𝑝𝑖 Popularity of stream 𝑖 (viewer count)
𝜙 𝑗 unit distribution efficiency for stream 𝑗 ,

i.e., 𝑝 𝑗 /
∑

𝑖,𝑘 𝑒𝑖,𝑗,𝑘

𝑢 Reflector (L2) bandwidth utilization
[𝛾𝑙 , 𝛾𝑢 ] Threshold range of utilization
𝑚 Number of streams adjusted (scale-in/out)
𝑙𝑜𝑠𝑠 𝑗 (𝑘1, 𝑘2 ) Latency loss for merging two delivery groups

of stream 𝑗 served by edge nodes 𝑘1 and 𝑘2
𝑔𝑎𝑖𝑛 𝑗 (𝑖 ) Latency gain for reassigning UG 𝑖 of stream 𝑗

𝐺 𝑗,𝑘 Set of UGs for stream 𝑗 served by node 𝑘
𝑛𝑖𝑛𝑖𝑡
𝑖

Initial number of nodes assigned to stream 𝑖

𝑝max Maximum normalized popularity
𝑛 Total number of user groups

95th-percentile vs. fixed-rate) [70]. Moreover, current-cycle usage history affects the remaining
billable budget, making forward-looking cost planning per region more complex.
Main Components. The above challenges lead to the design of LiveMap in Figure 5 that consists
of two main components: Bandwidth Provision and Stream Mapping. The Bandwidth Provision
component performs dual-level coordination to configure the bandwidth budget. Specially, it ensures
cost-efficiency and smooth update by node-level coordination (§ 4.2) while maintaining proximity
for most user requests by regional coordination (§ 4.1). Then it configures the bandwidth provision
plan to each user group at a smaller timescale (5 minutes to align with the bandwidth usage gauging
interval) to accommodate the real-time dynamics (§4.3). The Stream Mapping component organizes
user groups into per-stream delivery groups based on stream popularity distribution and reflector
load through latency-aware scale-in/scale-out operations (§5.2), and then selects appropriate edge
nodes for each group according to bandwidth budget per node(§5.3).

4 Bandwidth Provision

This section details the Bandwidth Provision component, starting with the global supply-demand
matching by regional coordination in §4.1, then going down into regions to configure billable
bandwidth for edge nodes online in §4.2. It finally dynamically allocates edge nodes’ bandwidth to
user groups every 5 minutes in §4.3.

4.1 Regional Coordination: Supply-Demand Matching

The global supply-demand matching module addresses the regional imbalance between supply and
demand by determining, for each region with insufficient capacity, which other regions should
contribute excess bandwidth to help meet its demand. To keep latency low, the ideal candidate
regions for a shortage region 𝑟𝑖 are those having excess bandwidth and low latency to 𝑟𝑖 . Formally,
the candidate region set (CRS) for a region 𝑟𝑖 is:

𝐶𝑅𝑆 (𝑟𝑖 ) = {𝑟 𝑗 |𝑆 (𝑟 𝑗 ) > 𝐷 (𝑟 𝑗 )&𝑑 (𝑟𝑖 , 𝑟 𝑗 ) < (1 + 𝜃 )𝑑 (𝑟𝑖 , 𝑟𝑖 )},
where 𝑆 (𝑟 𝑗 ) and 𝐷 (𝑟 𝑗 ) are the bandwidth supply and estimated traffic demand of the region 𝑟 𝑗 in
the following day, and 𝑑 (𝑟𝑖 , 𝑟 𝑗 ), is the average latency from user groups in 𝑟𝑖 to the edge nodes
in 𝑟 𝑗 . The parameter 𝜃 controls the trade-off between the number of candidate regions and the
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increased latency from cross-regional borrowing.5 Each user group measures the latency to every
edge node periodically and reports the results to the control plane. Beyond this latency-based
filtering, our production system also incorporates policy restrictions, such as ISP-level constraints,
when determining the CRS. Importantly, the CRS is not statically assigned or hardcoded. Instead,
it is dynamically maintained, allowing the system to adapt to changing network conditions and
policy requirements over time.
As shown in our evaluation (§2), baseline approaches that greedily borrow bandwidth from

low-latency regions without global coordination can result in inflated latency. This happens because
excessive bandwidth of a candidate region for 𝑟𝑖 has been lent to other regions, forcing 𝑟𝑖 to borrow
bandwidth from those further from it (i.e. not in its CRS). To address this issue, we propose a global
matching approach that aims to maximize the demand served by CRS for all regions, as opposed to
individual regions.
Problem Formulation. Let 𝑓 (𝑖, 𝑗) represent the bandwidth borrowed from region 𝑟𝑖 to region 𝑟 𝑗 .
The demand of 𝑟 𝑗 that can be served by 𝐶𝑅𝑆 (𝑟 𝑗 ) is thus

∑
𝑟𝑖 ∈𝐶𝑅𝑆 (𝑟 𝑗 ) 𝑓 (𝑖, 𝑗). Consequently, the total

demand that can be served by CRS of all regions is
∑
𝑟 𝑗

∑
𝑟𝑖 ∈𝐶𝑅𝑆 (𝑟 𝑗 ) 𝑓 (𝑖, 𝑗). Our objective is:

arg max
𝑓

∑︁
𝑟 𝑗

∑︁
𝑟𝑖 ∈𝐶𝑅𝑆 (𝑟 𝑗 )

𝑓 (𝑖, 𝑗). (2)

This is illustrated in Figure 6(a), where yellow nodes represent the supply of each region and blue
nodes represent the demand. There is an edge from a yellow node 𝑖 to a blue node 𝑗 if region 𝑟𝑖 is a
candidate region for 𝑟 𝑗 ; the edge weight is 𝑓 (𝑖, 𝑗) < 𝑆 (𝑟𝑖 ). To solve this optimization problem, we
introduce a source node 𝑠 connecting to every yellow node, where 𝑓 (𝑠, 𝑖) =∑

𝑗 𝑓 (𝑖, 𝑗) represents
the total demand served by the edge nodes in region 𝑖 . We enforce the constraint 𝑓 (𝑠, 𝑖) ≤ 𝑆 (𝑟𝑖 ) to
ensure that the total serving demand does not exceed the available supply. Similarly, a sink node 𝑡
is connected to every blue node, with 𝑓 ( 𝑗, 𝑡) =∑

𝑖 𝑓 (𝑖, 𝑗) representing the total demand in region
𝑗 served by edge nodes in 𝐶𝑅𝑆 (𝑟 𝑗 ), constrained by 𝑓 ( 𝑗, 𝑡) ≤ 𝐷 (𝑟 𝑗 ), ensuring that the total served
demand does not exceed the actual demand. Solving Eq. 2 is then equivalent to solving:

arg max
𝑓

∑︁
( 𝑗,𝑡 )

𝑓 ( 𝑗, 𝑡). (3)

This objective aligns naturally with the goal of finding the maximum flow in the graph. Appendix B.1
and B.2 detail the conditions and the problem.
Solution. We use the Ford-Fulkerson algorithm [30] to solve the above maximum-flow problem [30].
The solution determines how much demand each region serves locally and, in the event of regional
bandwidth shortages, how much is served to other regions. In practice, we perform this regional
coordination once per day, aligned with the minimum billing granularity of edge nodes.

4.2 Node-level Coordination: Billable Bandwidth Configuration

Given that regional coordination may reassign the regions served by each node, and that actual
usagemay deviate from expectation due to demand dynamics, we next update the billable bandwidth
of edge nodes within each region. In this way, the regional-level coordination determines how
much capacity should be shifted across regions, while the node-level formulation refines this plan
into concrete per-node bandwidth updates that are consistent with both the global reallocation
decisions and the real-time bandwidth usage within its region. For clarity, Table 2 summarizes the
symbols used in this section.
5In our implementation, we set 𝜃 = 0.1, based on the latency distribution of cross-regional scheduling. Specifically, we
experimented with several values of 𝜃 ∈ 0, 0.05, 0.10, 0.15, 0.20 and found that when 𝜃 is 0 or 0.05, the solution space is
often too constrained to provide sufficient supply coverage across regions. Setting 𝜃 = 0.1 strikes a good balance between
latency tolerance and the feasibility of cross-regional coordination.
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Fig. 6. Maximum flow problems for global supply and demand matching (a) and billable bandwidth updates.

Problem Formulation. We first model the bandwidth cost optimization per region as a Linear
Programming (LP) problem, while taking the historical usage into account:

min
∑︁

𝑘∈𝑁𝑝
𝑐𝑘 · 𝑧𝑡𝑘 +

∑︁
𝑘∈𝑁𝑓

𝑐𝑘 · 𝐶𝑘 , (4)

s.t.
∑︁

𝑘∈𝑁𝑝

𝛼𝑡
𝑘
· 𝐶𝑘 +

∑︁
𝑘∈𝑁𝑝

(1 − 𝛼𝑡
𝑘
) · 𝑧𝑡

𝑘
+

∑︁
𝑘∈𝑁𝑓

𝐶𝑘 ≥ 𝑑𝑡 , 𝑧𝑡
𝑘
≥ 𝑢𝑡

𝑘
, ∀𝑘. (5)

Here, 𝑁𝑝 and 𝑁𝑓 represent the edge node sets using the percentile usage-based billing method and
the fixed billing method, respectively. 𝑧𝑡

𝑘
is node 𝑘’s billable bandwidth on day 𝑡 , 𝑢𝑡

𝑘
is its actual

95th percentile usage till 𝑡 , and 𝛼𝑡
𝑘
estimates the remaining free time (𝜏𝑡

𝑘
/𝛾𝑡 , where 𝜏𝑡

𝑘
represents the

remaining free time of 𝑘 estimated on day 𝑡 , and 𝛾𝑡 is the aggregate remaining peak time periods
in the billing cycle). This ensures that provision suffices for peak demand (𝑑𝑡 ) and that the billable
bandwidth is not underprovisioned based on historical usage (𝑢𝑡

𝑘
). Specifically, we estimate 𝜏𝑡

𝑘
as

the time intervals in which the bandwidth usage exceeds 𝑢𝑡
𝑘
. This indeed is an underestimation of

free time as 𝑧𝑡
𝑘
≥ 𝑢𝑡

𝑘
, but it ensures sufficient provision.

This formulation is different from the offline plannings in existing studies [13, 49, 70] for two
reasons: (i) We relax the original mixed integer linear programming (MILP) formulation to a linear
program (LP), reducing the computational complexity from exponential (in the number of integer
variables) to polynomial time. (ii) The offline plannings ignore the historical usage of edge nodes
as they are performed at the beginning, while we focus on online cost optimization in the middle
of a billing cycle and manage to update billable bandwidth configuration, though deviations may
exist between the historical configurations and actual bandwidth usage. In practice, we solve the
LP problem using the SCIP solver [9] for each region in parallel, and the output is the configured
billable bandwidth 𝑧𝑡

𝑘
for each edge node 𝑘 on day 𝑡 . However, directly applying the output 𝑧𝑡

𝑘

can cause large day-to-day fluctuations, triggering fluctuations in bandwidth usage and leading to
bandwidth wastage.
Coordinated Updates. To smooth such fluctuations, we introduce a node-level coordinated update
mechanism that redistributes changes across nodes. This design aims to smooth out abrupt per-node
changes on billable bandwidth due to the non-continuity of ILP solutions. For example, suppose
the optimizer suggests increasing the billable bandwidth of Node A by 100 Gbps and decreasing
Node B by 80 Gbps. Naively applying both changes would incur a total reconfiguration magnitude
of 180 Gbps. However, we can instead leave Node B unchanged and only apply a 20 Gbps increase
to Node A. This satisfies the system-wide provisioning requirement while reducing the total update
cost from 180 Gbps to 20 Gbps.
Formally, our goal is to minimize day-to-day billable bandwidth configuration changes across

edge nodes, that is to minimize
∑
𝑘∈𝑁𝑝

𝛿𝑘 , where 𝛿𝑡𝑘 = |𝑧𝑡
𝑘
− 𝑧𝑡−1

𝑘
|. Let 𝑈𝑁 = {𝑘 |𝑧𝑡

𝑘
− 𝑧𝑡−1

𝑘
> 0}

and 𝐷𝑁 = {𝑘 |𝑧𝑡
𝑘
− 𝑧𝑡−1

𝑘
< 0} represent node sets where bandwidth should be raised or lowered,
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respectively. The correction factor 𝑓 (𝑖, 𝑗) ≥ 0 between node 𝑖 ∈ 𝑈𝑁 and node 𝑗 ∈ 𝐷𝑁 adjusts their
final billable bandwidths to 𝑧𝑡−1

𝑖 + 𝛿𝑡𝑖 − 𝑓 (𝑖, 𝑗) for 𝑖 and 𝑧𝑡−1
𝑗 − 𝛿𝑡𝑗 + 𝑓 (𝑖, 𝑗) for 𝑗 . Accordingly, the

day-to-day billable bandwidth changes equals to
∑
𝑘∈𝑁𝑝

𝛿𝑘 − 2 ∗∑𝑖∈𝑈𝑁&𝑗∈𝐷𝑁 𝑓 (𝑖, 𝑗). Minimizing
total changes then becomes a matter of finding 𝑓 (𝑖, 𝑗) that maximizes

∑
𝑖∈𝑈𝑁,𝑗∈𝐷𝑁 𝑓 (𝑖, 𝑗), leading

to the following optimization problem:
arg max

𝑓

∑︁
𝑖∈𝑈𝑁,𝑗∈𝐷𝑁

𝑓 (𝑖, 𝑗). (6)

Similar to Section 4.1, this optimization can also be regarded as a Maximum-Flow problem as
shown in Figure 6(b), where an edge exists from 𝑖 ∈ 𝑈𝑁 to 𝑗 ∈ 𝐷𝑁 if 𝑗 has more free time remaining
in the billing cycle. Source node 𝑠 connects to𝑈𝑁 nodes, and sink node 𝑡 connects from 𝐷𝑁 nodes.
We also ensure that no node’s bandwidth correction exceeds its initial change (𝛿𝑡

𝑘
).

Solution. We again use the Ford-Fulkerson algorithm to find the optimal corrections 𝑓 (𝑖, 𝑗) for
each edge. Then the configured billable bandwidth of node 𝑘 is updated on day 𝑡 to:

𝑧𝑡∗
𝑘

=


𝑧𝑡−1
𝑘
+ 𝛿𝑡

𝑘
− 𝑓 (𝑠, 𝑘), 𝑘 ∈ 𝑈𝑁,

𝑧𝑡−1
𝑘
+ 𝛿𝑡

𝑘
− 𝑓 (𝑠, 𝑘), 𝑘 ∈ 𝐷𝑁,

𝑧𝑡−1
𝑘

𝑜𝑡ℎ𝑒𝑟𝑤𝑖𝑠𝑒,

where 𝑠 is the source node in Figure 6(b).

Algorithm 1: Online Allocation
Input :The demand of each UG 𝑑𝑖 , including pseudo

UGs
Output :The bandwidth budget 𝑏𝑘 𝑗 for node 𝑘 and user

group 𝑗
1 𝑑 ← ∑

𝑖 𝑑𝑖 , 𝑇𝑘 ← 0
2 AllocateDemand(𝑑, 𝑁𝑓 ) //𝑧𝑡∗

𝑘
equals to𝐶𝑘

3 AllocateDemand(𝑑, 𝑁𝑝)

4 𝑁𝑝 ← sorted by remaining free time
5 foreach 𝑛𝑜𝑑𝑒 𝑘 ∈ 𝑁𝑝 do
6 if 𝑑 ≤ 0 then
7 return

8 𝑇𝑘 ← 𝐶𝑘 // add extra𝐶𝑘 − 𝑧𝑡∗𝑘 to node 𝑘
9 𝑑 ← 𝑑 − (𝐶𝑘 − 𝑧𝑡∗𝑘 ) // update unfulfilled demand

10 foreach 𝑛𝑜𝑑𝑒 𝑘 and 𝑢𝑠𝑒𝑟 𝑔𝑟𝑜𝑢𝑝 𝑗 do

11 𝑏𝑘 𝑗 ← 𝑇𝑘 ∗
𝑑𝑗∑
𝑖 𝑑𝑖

12 Function AllocateDemand(demand d, nodes N)
13 foreach 𝑛𝑜𝑑𝑒 𝑘 ∈ 𝑁 do
14 𝑇𝑘 ← 𝑇𝑘 + 𝑧𝑡∗𝑘 · min(1, 𝑑∑

𝑘 𝑧𝑡∗
𝑘

)

15 𝑑 ← 𝑑 − ∑
𝑘 𝑇𝑘 // update unfulfilled demand

Algorithm 2: Edge Node Mapping
Input : 𝑏𝑡

𝑘 𝑗
: Remaining bandwidth budget for UG 𝑗 on

edge node 𝑘 in the 𝑡 -th interval
𝑈𝑝𝑑𝑆𝑡 (< 𝐺, 𝑖 >) : Delivery groups requiring new edge
node mappings in the 𝑡 -th interval
Output : Updated stream-edge node mappings

1 𝑈𝑝𝑑𝑆𝑡 ← sorted by |𝐺 | // Larger delivery groups
prioritized

2 foreach < 𝐺, 𝑖 >∈ 𝑈𝑝𝑑𝑆𝑡 do
3 𝑄𝑡

𝑗
← {𝑘 | 𝑏𝑡

𝑘 𝑗
≥ 𝑑𝑡

𝑖 𝑗
, ∀ 𝑗 ∈ 𝐺 } // candidate nodes

with enough budget
4 Select 𝐾 nodes from𝑄𝑡

𝑗
with probability

𝑝𝑡
𝑗𝑘

=
𝑏𝑡
𝑘 𝑗∑

𝑟 ∈𝑄𝑡
𝑗
𝑏𝑡
𝑟 𝑗

5 foreach 𝑗 ∈ 𝐺 do
6

7 set 𝑒𝑖 𝑗𝑘 = 1, // update node assignment for
stream 𝑖 in UG 𝑗

8 𝑏𝑡
𝑘 𝑗
← 𝑏𝑡

𝑘 𝑗
− 𝑑𝑡

𝑖 𝑗
// update remaining budget

4.3 Online Budget Allocation

This module matches the demand of each user group to the bandwidth supply of edge nodes,
constrained by the billable bandwidth configured by the module in the previous section. Given the
extreme demand dynamics even at the timescale of minutes (§ 2, this module runs every 5 minutes
to accommodate the dynamics. The basic idea is to follow the billable bandwidth configuration of
each edge node as much as possible, but during demand surges, we exploit the free intervals of
95-percentile billing nodes to handle the extra demand. The output is a bandwidth budget matrix
where each element 𝑏𝑘 𝑗 represents the bandwidth allocated from node 𝑘 to user group 𝑗 in the
following 5 minutes, which also aligns with the billing interval.
Algorithm 1 outlines this process for a region, where 𝑧𝑡∗

𝑘
is the configured billable bandwidth

of node 𝑘 on day 𝑡 obtained from § 4.2. To manage bandwidth borrowing between regions, we
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Fig. 7. Design space analysis for stream mapping.

introduce pseudo user groups representing the demand from regions that need to borrow bandwidth.
We sum the total (estimated) demand for all user groups in the following time interval, including
pseudo ones, and allocate it to fixed billing nodes first, then percentile billing nodes, where the
demand is allocated proportionally to the nodes’ billable bandwidth (lines 1-3). The remaining
demand is distributed to 95-percentile billing nodes based on available free time (lines 4-9). Finally,
bandwidth 𝑏𝑘 𝑗 is assigned proportionally to each user group’s demand share (lines 10-11).

5 Adaptive Stream Mapping

We next describe the Stream Mapping component, which is responsible for assigning stream
requests to edge nodes under the constraints of the bandwidth budget allocated from edge nodes
to individual user groups. This component runs every 5 minutes to align with the online budget
allocation. We begin with the design space analysis and then proceed to the detailed design. For
clarity, Table 3 summarizes the symbols used in this section.

5.1 Design Space Analysis

The stream mapping determines 𝑒𝑖 𝑗𝑘 = {0, 1}, with 𝑒𝑖, 𝑗,𝑘 = 1 signifies that the request for stream
𝑗 from user group 𝑖 is mapped to edge node 𝑘 in the following 5-minute time interval; 𝑒𝑖 𝑗𝑘 = 0
otherwise. The mapping is constrained by 𝑏𝑘 𝑗 (the bandwidth allocated from 𝑘 to 𝑗 in the interval).
A strawman solution to decide 𝑒𝑖 𝑗𝑘 is to select the nearest edge nodes for requests (called

proximity first), provided the node has sufficient available capacity. While this prioritizes the
latency, it inadvertently results in unpopular streams being distributed across multiple edge nodes.
Given the huge number of unpopular streams, the load on reflectors would be greatly inflated.
Figure 7(a) illustrates an example where stream 𝑠1 has much fewer viewers than stream 𝑠2 but
imposes the same load on the reflectors. The issue behind is that unpopular streams would have
low unit distribution efficiency, which is computed by 𝜙 𝑗 =

𝑝𝑖∑
𝑖,𝑘 𝑒𝑖,𝑗,𝑘

for the stream 𝑖 with popularity
of 𝑝𝑖 (measured by the number of views).

An alternative mapping approach is thus unit distribution efficiency first, which aims to optimize
the following objective function:

max min
𝑠𝑡𝑟𝑒𝑎𝑚 𝑗

𝑝 𝑗∑
𝑖,𝑘 𝑒𝑖, 𝑗,𝑘

. (7)

Nevertheless, this approach potentially leads to latency inflation for unpopular streams as
illustrated in Figure 7(b), where some requests of unpopular stream 𝑠1 are served by remote edge
nodes. This is undesired during periods of low reflector load (e.g., off-peak hours).
In response, we design an adaptive mapping approach that dynamically scales in or scales out

edge nodes for individual streams according to the stream popularity and L2 nodes’ load. This
adaptive mapping provides a good balance between the unit distribution efficiency and the viewing
latency as shown in Figure 7(c). At its core, the stream mapping organizes user groups into delivery
groups, each of which consists of one or more user groups watching the same stream. Delivery
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groups are dynamically formed and adjusted to reflect popularity skew and bandwidth constraints
(§5.2), and then assigned to edge nodes according to real-time provisioning and load (§5.3).

5.2 Delivery Group Organization

Stream Selection. We use the bandwidth utilization of reflectors as a load indicator, aiming to
keep the utilization 𝑢 within a predefined range [𝛾𝑙 , 𝛾𝑢]. When 𝑢 > 𝛾𝑢 , we reduce reflector load by
consolidating delivery for low-efficiency streams. When 𝑢 < 𝛾𝑙 , we enhance proximity by allowing
more localized delivery for high-efficiency streams. Otherwise, no changes are made. The number
of streams𝑚 to adjust is proportional to the deviation of 𝑢 from the target range:

𝑚 =


𝑁𝑠 ·

(
1 − 𝛾𝑢

𝑢

)
, 𝑢 > 𝛾𝑢 (scale-in),

𝑁𝑠 ·
(𝛾𝑙
𝑢
− 1

)
, 𝑢 < 𝛾𝑙 (scale-out),

0, otherwise,

where 𝑁𝑠 is the number of ongoing streams.
Depending on the direction of adjustment, we select𝑚 streams with the lowest (for scale-in)

or highest (for scale-out) unit efficiency. For each selected stream 𝑗 , we identify user groups to be
reassigned, which collectively form new or modified delivery groups.
Proximity-aware Scale-In/Out. For stream 𝑗 , to reduce the number of edge nodes (scale-in), we
merge two delivery groups served by edge nodes 𝑘1 and 𝑘2, where the remapping from 𝑘1 to 𝑘2
incurs minimal quality loss. Note that new requests are directed to the newly assigned edge node
while existing connections remain on their original nodes. The quality loss (i.e. latency inflation)
caused by this re-mapping is estimated as:

loss𝑗 (𝑘1, 𝑘2) =
∑︁

𝑢𝑔∈𝐺 𝑗,𝑘1

𝜔𝑢𝑔 ·max
(
0,
𝑙 (𝑢𝑔, 𝑘2) − 𝑙 (𝑢𝑔, 𝑘1)

𝑙 (𝑢𝑔, 𝑘1)

)
,

where 𝑙 (𝑢𝑔, 𝑘) is the average latency between user group 𝑢𝑔 and edge node 𝑘 , and𝜔𝑢𝑔 is the request
volume from 𝑢𝑔 for stream 𝑗 . To minimize latency loss, we select the user groups 𝐺 𝑗,𝑘𝑚 and edge
node 𝑘𝑛 satisfying:

𝑚,𝑛 = arg min
𝑚,𝑛∈𝐸 𝑗 ,𝑚≠𝑛

loss𝑗 (𝑘𝑚, 𝑘𝑛),
where 𝐸 𝑗 represents the edge node set currently serving stream 𝑗 . Accordingly, the merged delivery
group is𝐺 𝑗, 𝑘𝑚∪𝐺 𝑗,𝑘𝑛 . As this calculation is done per stream and in parallel, the operation completes
within 1 second.

To scale out, we identify user group 𝑖 for stream 𝑗 where quality gain is maximized by remapping
to a new edge node 𝑘 . The quality gain is calculated as:

gain𝑗 (𝑖) = max
𝑘∈{𝑘 |𝑏𝑘𝑖>0}

𝑙 (𝑢𝑔, 𝑘1) − 𝑙 (𝑢𝑔, 𝑘)
𝑙 (𝑢𝑔, 𝑘1)

.

The user group 𝑖 with the highest gain is moved to form a new delivery group to enhance proximity:

𝑖 = arg max
𝑖∈𝑈𝐺

gain𝑗 (𝑖).

Handling Cold Start. For a new stream 𝑖 , we determine the number of edge nodes 𝑛init𝑖 that serve
it based on its estimated popularity 𝑝𝑖 (normalized to [0, 100] here) and the real-time reflectors’
bandwidth utilization 𝑢 as:

𝑛init𝑖 = min
{
1,

𝑛

1 + 𝑒𝑝max ·𝑢−𝑝𝑖

}
, (8)

where 𝑛 is the total number of user groups, and 𝑝max = 100. This calculation follows an S-shaped
curve controlled by 𝑢, allowing fewer edge nodes for less popular streams under high utilization.
In case 𝑛init𝑖 < 𝑛, we simulate (𝑛 − 𝑛init𝑖 ) scale-in operations to identify 𝑛init𝑖 delivery groups.
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Table 4. Performance (relative to Oracle) comparison.

Entact COIN CASCARA LiveMap

BW Cost(%)(↓) 31.5 (20.1%↑) 42.1 (30.7%↑) 40.5 (29.1%↑) 11.4
Latency(%)(↓) 46.7 (29.9%↑) 46.3 (29.5%↑) 37.5 (20.7%↑) 16.8

Table 5. Live streaming service overview.

#streams #viewers Traffic Volumn

12 p.m. 17.85k 258.99k 0.78 Tbps
8 p.m. 41.78k 468.45k 1.90 Tbps

5.3 Edge Node Assignment

We finally assign edge nodes to delivery groups every 5 minutes based on: (i) updated delivery
groups generated by the adaptation module; (ii) available bandwidth budget from each edge node.
If a node’s provisioned bandwidth for a delivery group is exceeded, we randomly select streams
and remap them to other edge nodes that have available bandwidth to this delivery group.

Algorithm 2 describes the assignment logic. Each element in 𝑈𝑝𝑑𝑆𝑡 represents a delivery group
for stream 𝑖 needing reassignment. We first sort the elements in 𝑈𝑝𝑑𝑆𝑡 in descending order of the
size of 𝐺 (line 1) in order to prioritize larger ones. For each stream 𝑖 and unmapped delivery group
𝐺 , we choose edge nodes from the node-set 𝑄𝑡𝑗 , i.e., edge nodes that have abundant bandwidth
budget for user groups in𝐺 (line 3). Candidate nodes are sampled proportionally to their remaining
bandwidth budget, ensuring edge nodes with more available bandwidth are more likely to be
selected (line 4). Finally, mappings are updated for each user group in the delivery group (lines 5-7).

6 Performance Evaluation

We implement LiveMap and evaluate it via trace-driven simulation (§ 6.1) to contrast it with
state-of-the-art solutions and large scale deployment (§ 6.2) to show its performance in the wild.

6.1 Data-driven Simulation

We first conduct data-driven simulations to compare LiveMap with the state-of-the-art solutions
mentioned in § 2, including: Entact [69], COIN [70], and CASCARA [49]. We also include an
Oracle baseline with perfect future knowledge, as described in §2. The dataset was collected from
our private CDN and includes detailed information on each CDN node (capacity, unit price, and
billing method), each user request (start time, duration, requested stream, and origin), and network
measurements (round-trip time (RTT) between each user group and edge node). We collect and
replay 4.86 billion requests based on the trace logs for simulation6.

For evaluation, we focus on two primary metrics: (i) Bandwidth cost, calculated as the total cost
across all CDN nodes under their respective billing models; and (ii) Access latency, estimated as the
RTT between the user origin and the assigned edge node, based on measured network statistics.
Overall Performance. Table 4 compares LiveMap with the baselines, reporting the cost and latency
increases relative to the Oracle. LiveMap achieves significant cost savings, ranging from 20% to
31% compared with the baselines. The relatively high cost in CASCARA and COIN stems from
their heavy reliance on offline planning and reactive local-greedy updates, leading to huge gaps
between the actual billable bandwidth and planned billable bandwidth. Notably, although Entact
assigns requests greedily to the cheapest edge nodes, it incurs high cost due to under-utilization of
nodes during their free periods (i.e. the 5% of the time).
Unlike above, LiveMap not only excels in cost efficiency by dual-level coordination, but also

achieves the lowest access latency due to proximity awareness throughout bandwidth optimization.
Bandwidth Usage. LiveMap’s reduced bandwidth cost can be explained by the 95th percentile of
bandwidth usage (i.e. billable bandwidth) on a specific node in Figure 8. Here, the bandwidth usage
is normalized by the node’s capacity. We sorted the node bandwidth usage sampled every 5 minutes
(8,640 data points in a month billing cycle). The 8,208th value is thus the billable bandwidth. The
6To reduce simulation overhead, we exclude requests for extremely unpopular streams with fewer than 10 viewers.
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Fig. 8. Comparison of billable bandwidth.

Fig. 9. Ratio of requests served by same/near/

other regions.

results show a much lower billable bandwidth of LiveMap in comparison with the two baselines. It
is also interesting to see that there are more intervals (i.e., 327 intervals) in LiveMap during which
the usage matches the billable bandwidth. The results demonstrate LiveMap’s better bandwidth
utilization planning.
Supply Provision Regions. We calculate the distribution of traffic fulfillment based on proximity.
Specifically, requests served by edge nodes within the same region are categorized as same, those
served by nearby regions in the CRS (see § 4.1) as nearby, and others as other. Figure ?? com-
pares the distribution. LiveMap generates the least other traffic, avoiding cross-region delivering.
CASCARA, while also involving less other traffic, its nearby traffic is much higher than LiveMap
because of its local-greedy matching. COIN suffers from both high nearby and other traffic, be-
cause of proximity ignorance. Entact prioritizes cheaper nodes, resulting in higher cross-region
transferring. The results explain the reduced access latency by LiveMap.

6.2 Large Scale Deployment

We further deploy LiveMap in our private CDN, with the detailed stream delivery workflow
provided in Appendix C. We report deployment statistics from a typical day (November 3rd, 2023)
in Table 5, including the number of concurrent streams, viewers, and total traffic volume observed at
two peak hours (12 p.m. and 8 p.m.). On that day, the system operated with 44 dedicated CDN nodes
and 79 heterogeneous edge nodes. Both the viewership scale and node scale are consistent with our
daily operating conditions. The large-scale evaluation consists of two stages: first deploying only
the Bandwidth Provision (BP) component, followed by the full deployment of LiveMap with both
Bandwidth Provision and Stream Mapping (BP+SM). This enables us to examine the performance
of each component in isolation.

For comparison, we also report the results from OffPlan, which is our request mapping system
before the deployment of LiveMap. OffPlan employs an offline bandwidth provisioning algorithm
similar to COIN [70] and a popularity-agnostic stream mapping strategy, representative of common
practice in live streaming CDNs.

We collect real-time bandwidth usage recorded every 5 minutes and QoE metrics (such as RTT
and buffering times) per request over a month for each of the three deploying stages: OffPlan, Only
BP, and LiveMap (BP+SM). Notably, the supply and demand of the three months are similar (with
a difference of less than 10%), ensuring a fair comparison of bandwidth costs across deployment
stages under comparable operating conditions.
Bandwidth Cost. We focus on two cost metrics (compared with OffPlan): (i) Bandwidth saving
(BwSaving), which measures how much the total billable bandwidth is reduced; (ii) Cost saving
(CostSaving), which measures how much the final cost is saved. The cost is calculated based on the
money paid to the network operators that provide the links. Table 6 reports the results. Overall,
LiveMap saves cost by as much as 41.2%. Only BP saves 30.6% bandwidth cost, primarily due
to the significant reduction (15.3%) in billable bandwidth for edge nodes. Additionally, the SM
component leads to 10.6% more cost savings, mostly because of the reduced bandwidth usage
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Table 6. Bandwidth cost saving by LiveMap

BwSaving
(edges)

BwSaving
(reflectors)

CostSaving
(edges)

CostSaving
(reflectors)

CostSaving
(all)

Only BP 15.3% 5.2% 38.5% 7.8% 30.6%
BP+SM 11.7% 32.8% 33.7% 18.9% 41.2%

Table 7. Reduction of latency and buffering rate

BufRate
(P90)

BufRate
(P95)

BufRate
(avg)

AccLat
(P90)

AccLat
(P95)

AccLat
(avg)

Only BP 10.3% 8.3% 13.8% 19.8% 16.7% 17.6%
BP+SM 9.2% 7.5% 12.7% 18.8% 15.2% 20.3%

Start trials Fully deployed

Fig. 10. The access delay before and

after LiveMap.

Fig. 11. Billable bandwidth devia-

tion from optimum.

Fig. 12. Example for real-time

bandwidth usage of a node.

(32.8%) of reflectors. This is attributed to the dynamic organization of delivery groups to optimize
reflectors’ bandwidth usage. While BP alone saves bandwidth cost, the combination of BP and SM
incurs greater savings by jointly optimizing edge- and reflector-level bandwidth usage.
Access Latency and QoE. We next evaluate the performance in terms of user experience, including
two metrics: (i) Buffering rate (BufRate), which is a critical QoE metric for video streaming [16],
computed by dividing the number of buffering events by the viewing duration across all views; (ii)
Access latency (AccLat), which is the RTT between the viewing origin and the edge node.

We present the tail distributions (90th and 95th percentiles) and mean values for these twometrics
in Table 7. Deploying only the BP component results in a 13.8% reduction in average buffering
rate and a 17.6% reduction in average access delay compared with OffPlan. We also present a
detailed report for performance before and after LiveMap’s deployment in Figure 10, including
an intermediate phase during which the deployment scope was gradually expanded. Notably,
as LiveMap was rolled out to more regions and nodes, access latency consistently decreased,
demonstrating its effectiveness at scale. These improvements are attributed to several factors,
including proximity-aware supply-demand matching, coordinated billable bandwidth updates
allowing more demand to be met locally, and the better utilization of free time.
As expected, after combining the SM component with the BP component, the tail metrics

slightly increase (within 2%), because of the dynamic scale-in operations to control the reflectors’
bandwidth cost. Nevertheless, in comparison with OffPlan, LiveMap still manages to reduce the
95th percentile of these two metrics by 7.5% and 15.2%, respectively.
we next dissect the effectiveness of major subcomponents in LiveMap, with a focus on their

performance relative to the theoretical optimum.
Billable Bandwidth Configuration. One of the major cost-saving contributors is the billable
bandwidth configuration in § 4.2. We compare LiveMap’s configuration for each node with the
Oracle that generates theoretical optimum as it has perfect knowledge of future demand and supply.
We also include the approach that only updates the bandwidth configuration with Passively, i.e.
only when the current configuration cannot meet demand requirements, similar to Cascara [49].
Figure 11 reports the distribution of deviation from the Oracle for LiveMap and Passive. The

smaller the deviation is, the closer the actual bandwidth cost is to the optimum. Notably, only 21.3%
of edge nodes in LiveMap exhibit a difference greater than 0.25. In contrast, this percentage is as
high as 51.8% for Passive, highlighting the benefits of dynamic billable bandwidth configuration.
Online Bandwidth Allocation. Next, we examine the bandwidth usage patterns of edge nodes
over time and explain how online bandwidth allocation (§4.3) reduces costs. Figure 12 illustrates
a node’s bandwidth usage over a month after deploying LiveMap, showing a daily pattern with
peak usage in the evenings. Usage surges close to capacity during free intervals (scheduled to serve
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peak-hour traffic) and stays near the billable bandwidth otherwise, resulting in the node’s billable
bandwidth being only 20% of its capacity.
Formally, we define the billing utilization of a node in a billing cycle as the average ratio of its

bandwidth usage to its billable bandwidth during non-free time periods. Similarly, free utilization is
defined as the average ratio of bandwidth usage to capacity during scheduled free time intervals.
Figure 13 compares these twometrics between LiveMap and OffPlan.We see that billing utilization
increases by 8%, 25%, and 15% for the three major ISPs, respectively, while free utilization increases
by 42%, 17%, and 21%, respectively. This increased utilization directly contributes to significant
cost reductions. It is important to note that the free time intervals are strategically scheduled to
coincide with peak hours, resulting in much higher utilization during these intervals compared
with non-free time intervals (80% vs. 35% on average) when traffic demand is lower.
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(b) Free utilization.
Fig. 13. Bandwidth utilization comparison.

Computational Overhead. The over-
head of LiveMap is evaluated by the
time spent on solving the optimizations.
LiveMap is run on a moderate server
with 16-core processors and 32GB of RAM.
Specifically, the time spent in solving the
maximum-flow problem in § 4 is less than
1 second using the Ford-Fulkerson algorithm [30]. The LP problem for optimizing bandwidth cost
is solved for each network region in parallel, which takes a few seconds with a median of around
8 seconds. The streaming mapping component takes only around 300ms credited to the parallel
execution of scale-in and scale-out operations for each stream. In summary, these execution times
are at the second level and can be considered negligible relative to their execution cycles (5 minutes).
Prediction and Robustness. LiveMap relies on two prediction tasks—traffic demand and stream
popularity for guiding bandwidth provisioning and stream mapping. While traffic patterns in live
streaming are highly dynamic and often unpredictable, our system combines lightweight prediction
with adaptive reconfiguration to maintain robust performance. We detail our prediction models
and evaluate LiveMap’s sensitivity to prediction inaccuracies in Appendix D, showing that its cost
efficiency remains stable even under vaiours deviations in bandwidth forecasts.

7 Lesson Learned

Reflector Bandwidth Cost. We found that optimizing bandwidth cost for reflectors is complex
but not profitable. The reason is that the traffic demand of reflectors, which is the key input for
optimization, is influenced by both the traffic volume at the edge nodes and the unit bandwidth
efficiency. Both factors constantly vary as the demand dynamics as well as the dynamic scale-in and
scale-out operations every 5 minutes (§ 5). Consequently, we adopt a simple yet effective approach:
we regulate the bandwidth of reflectors to remain within an acceptable range, thereby controlling
their bandwidth costs.
Surges Beyond Mapping Frequency. We observe that platform promotions can add hundreds of
thousands of viewers to a stream in under five minutes, faster than our mapping update cycle. To
absorb these bursts, we maintain a rotating pool of L1 nodes with remaining free time. When a
delivery group’s actual viewership significantly exceeds its expected popularity, incoming requests
are redirected to this pool. The burst rides on the free intervals, preserving QoS and containing
cost without complex prediction.
Vendor-Driven Constraints.We have observed that vendors (e.g., ISPs) may impose countermea-
sures to limit overuse of inexpensive bandwidth. For example, some enforce minimum utilization
thresholds on ultra-cheap nodes, requiring baseline usage to retain favorable billing terms. Yet our
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measurements show that high utilization degrades QoE (e.g., increased rebufferings). We therefore
cap their usage and treat them as fixed-rate nodes, ignoring percentile billing headroom since they
are already cost-effective. Moreover, some vendors restrict the usage of low-cost nodes to serve
only local traffic, discouraging overuse of inexpensive, remote bandwidth resources. Thus, our
system prioritizes in-province edge nodes for request mapping whenever possible. At the same time,
our dual-level coordination decouples regional bandwidth provisioning and node-level planning,
allowing LiveMap to quickly adapt to ISP-imposed locality policies.
Hybrid Live-VoD Trials. At the time of writing this paper, LiveMap has been tested with several
trials to support hybrid live-VoD CDNs. We piloted LiveMap on a mixed live-and-VoD CDN.
Billable bandwidth is first optimized globally across all traffic, then split proportionally between
services (as in § 4). The stream mapping (§ 5) runs independently inside each service as they exhibit
different dynamic patterns. Early trials show the same cost and latency gains, suggesting LiveMap
’s techniques extend beyond pure live streaming.
8 Related Work

CDNRequestMapping. CDN request mapping can be broadly categorized into inter-CDN selection
and intra-CDN mapping. Existing studies on inter-CDN selection [19, 27, 38] focus on choosing
which external CDN a client should use at the chunk level or stream level. In contrast, intra-CDN
mapping has been widely explored to improve user service quality within a single CDN, offering
finer-grained control over request distribution and performance optimization. DNS-based user
mapping and anycast-based mapping are prevalent for providing proximity-aware routing [2, 3, 18];
some studies also assess anycast performance [31, 45, 71, 72]. In addition, numerous studies present
solutions to monitor and examine the network states for improved user experience [12, 17, 26, 47,
58, 59]. LiveMap can be integrated with these systems as they are complementary.
Bandwidth Cost Optimization. A large body of work models traffic scheduling and resource
allocation problems as LP or MILP with different optimization objectives, such as cost, throughput,
delay, or fairness [4–6, 8, 14, 15, 21, 23, 25, 39–42, 46, 51, 55, 61, 63, 64, 67]. In the context of
cost optimization, linear billing methods have been examined [1, 29, 36, 43, 62, 69], while non-
linear billing schemes have been proven to be NP-Hard [1]. Recent efforts have explored the
opportunities of cost-saving under the 95th-percentile billing method in WANs [24, 50, 57] and
cloud networks [49, 70]. In contrast, we focus on live CDNs that exhibit higher dynamics and
extremely skewed popularity distribution across streams. While TrafAda [59] focuses on live CDNs,
its focus is on bitrate selection according to the billable bandwidth, rather than request mapping.
9 Conclusion

This paper has introduced LiveMap, a cost-efficient request mapping system for large-scale live
streaming CDNs. LiveMap addresses two emerging challenges in modern live delivery: dynamic
regional supply-demand imbalance and per-stream heterogeneity in popularity and geography. It
achieves cost-effective delivery through dual-level bandwidth provisioning and adapts to stream
diversity via dynamic, popularity-driven stream mapping. By incorporating proximity awareness
throughout its design, LiveMap strikes a balance between minimizing bandwidth cost and main-
taining low access latency. Extensive evaluations through trace-driven simulations and large-scale
deployment have demonstrated the superior performance of LiveMap.
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Appendix

A Trace-driven Evaluations under Imbalance Scenarios
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Fig. 14. Performance comparison in terms of Avg-Adj and Avg-Crs.

In this section, we evaluate the performance of baselines under imbalance supply-demand
scenarios and we list the evaluation metrics used in the experiments as follows:
• Avg-Adj. We calculate the traffic ratio scheduled to the nodes in CRS regions every day and
take the average monthly, which is denoted as Avg-Adj. The objective is to keep Avg-Adj as
low as possible.
• Avg-Crs. We calculate the traffic ratio scheduled to the nodes not in CRS regions every
day and take the average monthly, which is denoted as Avg-Crs. The objective is to avoid
generating Avg-Crs.

Figure 14 shows the performance comparison in terms of Avg-Adj and Avg-Crs. We calculated the
percentage of demand scheduled for each region to local nodes, adjacent nodes, and non-adjacent
nodes under three baseline methods. LiveMap generates the least Avg-Adj and Avg-Crs traffic,
effectively limiting the quality impact caused by cross-regional scheduling. As CASCARA is only
allowed to select nodes from the nodes in the local region and adjacent regions in our experiments
when allocating bandwidth, it generates smaller Avg-Crs traffic compared to the other two methods.
However, the Avg-Adj traffic is much higher than Cesium. COIN overlooks quality considerations,
resulting in both high Avg-Adj and Avg-Crs traffic. Entact favors cheaper nodes in non-adjacent
regions over slightly more expensive nodes in adjacent regions, leading to a significant amount of
cross-regional traffic.

B Details of Maximum-Flow Problem

B.1 Definition for Maximum-Flow Problem

In this section, we briefly introduce the definition of the Maximum-Flow Problem [30].
Flow Networks. Formally, we say that a flow network is a directed graph 𝐺 = (𝑉 , 𝐸) with the
following features:
• Associated with each edge 𝑒 is a capacity, which is a non-negative number that we denote 𝑐𝑒 .
• There is a single source node 𝑠 ∈ 𝑉 .
• There is a single sink node 𝑡 ∈ 𝑉 .

Nodes other than 𝑠 and 𝑡 will be called internal nodes.
Defining Flow. Next we define what it means for our network to carry traffic, or flows. We say
that an 𝑠 − 𝑡 flow is a function 𝑓 that maps each edge 𝑒 to a non-negative real number, 𝑓 : 𝐸 ← 𝑅+;
the value 𝑓 (𝑒) intuitively represents the amount of flow carried by edge 𝑒 . A flow 𝑓 must satisfy
the following two properties:

Proc. ACM Netw., Vol. 3, No. CoNEXT4, Article V3net031. Publication date: December 2025.



V3net031:24 Yu Tian et al.

• (Capacity conditions) For each 𝑒 ∈ 𝐸, we have 0 ≤ 𝑓 (𝑒) ≤ 𝑐𝑒 .
• (Conservation conditions) For each node 𝑣 other than 𝑠 and 𝑡 , we have

∑
𝑒 𝑖𝑛𝑡𝑜 𝑣

𝑓 (𝑒) =∑
𝑒 𝑜𝑢𝑡 𝑜 𝑓 𝑣

𝑓 (𝑒)

The value of a flow 𝑓 , denoted 𝑣 (𝑓 ), is defined to be the amount of flow generated at the source:
𝑣 (𝑓 ) = ∑

𝑒 𝑜𝑢𝑡 𝑜 𝑓 𝑠

𝑓 (𝑒) = ∑
𝑒 𝑖𝑛𝑡𝑜 𝑜 𝑓 𝑡

𝑓 (𝑒)

Given a flow network, a natural goal is to arrange the traffic so as to make as efficient use as
possible of the available capacity. Thus, the basic algorithmic problem we consider is the following:
Given a flow network, find a flow of maximum possible value.

B.2 Modeling the S-D Matching as a Maximum-Flow Problem

Wemodel our S-DMatching in Section 4.1 as a Maximum-Flow Problem. Let 𝑅 represent the number
of regions and 𝐷 (𝑟𝑖 ) and 𝑆 (𝑟𝑖 ) represent the traffic demand and bandwidth supply of the region 𝑟 𝑗
respectively. We first construct a directed acyclic graph (DAG) to capture the relationship between
regional supply and demand (see Figure 6(a)). This allows us to model the matching between the
supply and demand. The graph comprises 2 + 2𝑅 nodes, i.e. two virtual nodes as sink node and
source node and one demand node and one supply node for each region. There is an edge from
supply node of 𝑟𝑖 to the demand node of 𝑟 𝑗 if 𝑟𝑖 ∈ 𝐶𝑅𝑆 (𝑟 𝑗 ). Every supply node is connected to the
source node and every demand node is connected to the sink node. We then model the supply
scheduling problem as follows:
• We define a mapping function 𝑓 from each edge 𝑒𝑖 𝑗 to a non-negative real number, 𝑓 : 𝐸 → 𝑅+.
(i) When neither 𝑖 nor 𝑗 is the sink or source, 𝑓 (𝑒𝑖 𝑗 ) represents the demand of 𝑟 𝑗 served
by edge nodes in region 𝑟𝑖 . (ii) When 𝑖 is the source node, 𝑓 (𝑒𝑠𝑖 ) =

∑
𝑟 𝑗 ∈𝑂𝑆 (𝑟𝑖 ) 𝑓 (𝑒𝑖 𝑗 ). Note,

𝑂𝑆 (𝑟𝑖 ) = {𝑟 𝑗 |𝑟𝑖 ∈ 𝐶𝑅𝑆 (𝑟 𝑗 )} represents the set of regions having 𝑟𝑖 in its candidate region
set. (iii) When 𝑗 is the sink node, 𝑓 (𝑒 𝑗𝑡 ) =

∑
𝑟𝑖 ∈𝐶𝑅𝑆 (𝑟 𝑗 ) 𝑓 (𝑒𝑖 𝑗 ). According to the definition, the

conservation conditions is satisfied.
• We further introduce the capacity 𝑐𝑖 𝑗 for each edge 𝑒𝑖 𝑗 and 𝑓 (𝑒 𝑗𝑡 ) ≤ 𝑐𝑖 𝑗 is required to satisfy the
capacity conditions. To ensure that the serving demand of edge nodes in region 𝑟𝑖 not exceed
the supply of 𝑟𝑖 , we set 𝑐𝑠𝑖 = 𝑆 (𝑟𝑖 ),∀𝑖 and 𝑐𝑖 𝑗 = 𝑆 (𝑟𝑖 ),∀𝑖, 𝑗 ≠ 𝑡 . To ensure that the total served
demand does not exceed the actual demand, we set 𝑐𝑖𝑡 = 𝐷 (𝑟𝑖 ),∀𝑖 .

The above problem is essentially a Maximum-Flow problem [30]. Once we find a 𝑓 that maximizes∑
𝑖 𝑓 (𝑒𝑠𝑖 ), we obtain the solution that maximize the demand severd within CRS.

C Details of the Live Streaming System

In this section, the live streaming process starting from the request initialized by the clients is
detailed, along with the necessary supporting services within the live streaming system. This
clarification aims to help understand the significance of LiveMap in such systems. Note that DNS
is only used to resolve the returned domain (if any) to an IP address and does not influence the
mapping decision. This design gives LiveMap precise control over edge node selection and enables
fine-grained request mapping and bandwidth planning.

The primary components of a typical live streaming system is outlined in Figure 16. The workflow
for users watching live streams can be summarized as follows:

(i) Request Initiation: The client initiates a gRPC request to the Access Gateway for the IP address
of an edge node that will provide the live content.
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(a) x=5 (b) x=10 (c) x=15

Fig. 15. Impact of prediction inaccuracies on cost.

(ii) Stream ID and User Group ID Formation: The Access Gateway derives the Stream ID from
the Channel ID and the user’s requested resolution. It also determines the User Group (UG) ID
based on the client’s IP prefix.

(iii) & (iv) Candidate Edge Nodes Retrieval: The Access Gateway passes the Stream ID and UG ID
to the Service Gateway, which proceeds to communicate with the Streaming Center to request a list
of candidate edge nodes that are capable of streaming the content. The Streaming Center queries
the SIB, which is managed by LiveMap, to identify the most suitable Edge Node for streaming.

(v) Edge Node Selection: The Service Gateway selects an Edge Node ID from the list of candidates,
based on predefined configurations.

(vi) & (vii) Stream Pulling: The Access Gateway retrieves the IP address of the chosen Edge Node
from the Service Gateway and passes it to the client through gRPC response, which proceeds to
pull the stream from the specified media server for viewing.

D Simulation with inaccurate predictions

LiveMap employs two prediction tasks: traffic demand in the Bandwidth Provision component
and stream popularity in the Stream Mapping component. The traffic demand is estimated using
a Gradient Boosting Decision Tree (GBDT) model trained on historical, seasonal, and contextual
features. The stream popularity is predicted using a Random Forest model [10], leveraging inputs
such as views, broadcaster stats, content details, and start time [52, 53]. We select these simple yet
efficient models because of their relatively low processing time, less than 1ms for tens of thousands
of streams in practice. We note that because of the extreme dynamics of traffic demand and stream
popularity, it is difficult to obtain a higher prediction accuracy. While unpredictable traffic surges
remain inevitable, reliable planning updates and online allocation mitigate their impact, leaving
the pursuit of more accurate predictions for future work.
To assess the robustness of LiveMap against the inaccuracy of traffic demand predictions, we

simulated various scenarios with random disturbances in the real-time bandwidth of nodes and
analyzed the resulting cost variations. Specifically, we introduced disturbances by selecting 𝑥%
of nodes at random and causing their real-time bandwidth to increase by 𝑦% of the scheduled
bandwidth. We conducted six sets of experiments, varying 𝑥 (5, 10, and 15) and 𝑦 (10 and 20), with
eighty simulations for each parameter configuration.

Figures 15(a) to 15(c) illustrate the cost increases relative to the oracle under different disturbance
scenarios. The results show that when 𝑥 = 15, the cost variation is notably higher than when
𝑥 = 5 or 𝑥 = 10, but it remains within 5%, highlighting LiveMap’s strong resilience to deviations.
This robustness stems from LiveMap’s ability to online update the billable bandwidth of nodes by
both regional coordination and node-level coordination. Similarly, CASCARA and Entact exhibit
relatively low sensitivity to bandwidth deviations, as their heuristic online algorithms adaptively
select nodeswith lower costs in real time. In contrast, COIN shows greater sensitivity to disturbances,
underscoring the importance of real-time adjustments for effective cost optimization. In summary,
LiveMap ’s design effectively absorbs prediction errors, keeping cost variation low by online
coordination.
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E Additional Experiments under a Large Scale Deployment

E.1 Evaluation of the Stream Delivery Module.

We evaluate the effectiveness of the Stream Delivery Component by analyzing the number of edge
nodes serving each stream. To better illustrate the results, streams with a maximum viewership of
fewer than 10 concurrent viewers are placed in a separate group, while the remaining streams are
grouped by their ascending popularity in deciles. For each group, we calculate the average number
of edge nodes serving each stream.
Figure 17 presents the average number of edge nodes in each group during two time periods:

peak hours (20-22 pm), and non-peak hours (9-11 am). During evening peaks, the Dynamic Resource
Adaption component conduct scales-in operations on popular streams less frequently as the Online
Allocation component expands node bandwidth beyond billable limits, resulting in more edge
nodes serving individual streams compared to the other period. This adaptability ensures optimal
resource utilization and a smooth viewing experience, even as stream numbers and bandwidth
budgets fluctuate.

E.2 Case Study

We present a brief case study of the League of Legends Pro League (LPL) 2024 Spring Finals, a
major live-streaming event held from 16:30 to 21:00 on April 20, 2024 that created a significant
spike in requests (40%) on our platform (see Figure 18). The performance metrics include: (i) Startup
delay that refers to time between the first frame that is displayed by the player after starting the
playback; (ii) BufRate; (iii) Buffering time ratio: the fraction of the total session time spent in
buffering. Figure 19 reports the results. We observe that despite the substantial increase in demand,
there was no noticeable degradation in these metrics. Further, we find a slight increase of the ratio
of requests served within the same region (from 43% to 50%) during this events (see Figure 19(d)).
The limited impact of this large event stems from the fact that LiveMap can effectively schedules
more free intervals of the edge nodes that use 95-th percentile pricing model for accommodating
the traffic surge.
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